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Traditional Testing Techniques

• **Black-box Testing**
  • Test cases based on an analysis of the description of the product without reference to its internal workings
  • e.g., Equivalence partitioning, Boundary value analysis

• **White-box Testing**
  • Test cases based on an analysis of the internal structure of the component or system
  • e.g., Condition coverage, Path coverage
Let’s talk about advanced testing techniques
Fuzzing
Fuzz Testing (Fuzzing)

• Fuzz testing or Fuzzing is a Black Box software testing technique, which consists in finding implementation bugs using malformed/semi-malformed data injection in an automated fashion.
Fuzz Testing (Fuzzing)

• Let’s consider an integer in a program, which stores the result of a user's choice between 3 questions.

• When the user picks one, the choice will be 0, 1 or 2.

• But what if we transmit 3, or 255?

  • the program may crash and lead to "classical" security issues: (un)exploitable buffer overflows, DoS, ...
What can be fuzzed

- Parser of any kind (xml, json, pdf, truetype, …)
- Media codecs (audio, video, raster & vector images, etc)
- Network protocols (HTTP, RPC, SMTP, MIME...)
- Crypto (boringssl, openssl)
- Compression (zip, gzip, bzip2, brotli, …)
- Formatted output (sprintf, template engines)
- Compilers and interpreters (Javascript, PHP, Perl, Python, Go, Clang, …)
- Regular expression matchers (PCRE, RE2, libc’s regcomp)
- Text/UTF processing (icu)
- Databases (SQLite)
- Browsers, text editors-processors (Chrome, vim, OpenOffice)
- OS Kernels (Linux), drivers, supervisors and VMs
Fuzzer

- A fuzzer is a program which injects automatically semi-random data into a program/stack and detect bugs.

- The data-generation part is made of generators, and vulnerability identification relies on debugging tools.
Type of Fuzzers

- Grammar-based generation: generate random inputs according to grammar rules
  - Peach, packetdrill, csmith, gosmith, syzkaller
- Blind mutation: requires a corpus of representative inputs, apply random mutations to them
  - ZZUF, Radamsa
- Grammar reverse-engineering: learn grammar from existing inputs using algorithmic approach of machine learning
  - Sequitur algorithm, go-fuzz
- Symbolic execution + SAT solver: synthesize inputs with maximum coverage using black magic
  - KLEE
- Coverage-guided fuzzers: genetic algorithm that strives to maximize code coverage
  - libFuzzer, AFL, honggfuzz, syzkalle
- Hybrid
How Fuzz Testing works

int main() {
    int a[2] = {1, 0};
    int b = a[2];
}

• off-by-one error
• The variable b will end up containing an arbitrary value.
• Recent versions of the compilers llvm and gcc got a powerful tool to spot such memory access bugs: Address Sanitizer (ASan)
How Fuzz Testing works

- `gcc -fsanitize=address -ggdb -o test test.c`

```
==7402==ERROR: AddressSanitizer: stack-buffer-overflow on address 0x7fff2971ab88 at pc 0x400904 bp 0x7fff2971ab40 sp 0x7fff2971ab30
READ of size 4 at 0x7fff2971ab88 thread T0
  #0 0x400903 in main /tmp/test.c:3
  #1 0x7fd7e2601f9f in __libc_start_main (/lib64/libc.so.6+0x1ff9f)
  #2 0x400778 (/tmp/a.out+0x400778)

Address 0x7fff2971ab88 is located in stack of thread T0 at offset 40 in frame
  #0 0x400855 in main /tmp/test.c:1

This frame has 1 object(s):
 [32, 40) 'a' <= Memory access at offset 40 overflows this variable

HINT: this may be a false positive if your program uses some custom stack unwind mechanism or swapcontext
  (longjmp and C++ exceptions *are* supported)
SUMMARY: AddressSanitizer: stack-buffer-overflow /tmp/test.c:3 main
```
Sanitizers

- **AddressSanitizer** (detects addressability issues)
- **LeakSanitizer** (detects memory leaks)
- **ThreadSanitizer** (detects data races and deadlocks) for C++ and Go
- **MemorySanitizer** (detects use of uninitialized memory)
Data Flow Analysis
Data Flow Analysis (DFA)

- Data-flow analysis is a white-box testing technique aiming at detecting anomalies during the evolution of variables in the source code.
- These anomalies could be symptoms of bugs.
- A program's control flow graph (CFG) is used to determine those parts of a program to which a particular value assigned to a variable might propagate.
Control Flow Graph (CFG)

- Directed graph
- Nodes are blocks of sequential statements
- Edges are transfers of control
- Edges may be labeled with predicate representing the condition of control transfer

- If-then-else
- While loop
- Switch
Type of variable occurrences

- Definition occurrence (d): value is bound to variable
- Use occurrence (u): value of variable is referred
- Cancellation occurrence (c): value of variable is meaningless
How to detect anomalies?

• Basic rules

  • *RULE 1:* \( u \) has to be preceded by \( d \) without intermediate \( a \)

  • *RULE 2:* \( d \) has to be followed by \( u \) before a new \( d \)
DFA Example: GCD

- Greatest common divisor (GCD)

1. int x,y,a,b;
2. read(x,y);
3. a = x;
4. a = y;
5. while (a != b) {
6.     if (a > b) {
7.         a = a - b;
8.     } else {
9.         b = b - a;
8'}
7'}
10. System.out.println("GCD is: "+ a);
DFA Example: GCD

<table>
<thead>
<tr>
<th>Node</th>
<th>d</th>
<th>u</th>
<th>c</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td>x,y,a,b</td>
</tr>
<tr>
<td>2</td>
<td>x,y</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>a</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>a</td>
<td>y</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>6</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>7'</td>
<td>a</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>8'</td>
<td>b</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>a</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Evolution of “a”: c-dduuuddu-u
Evolution of “b”: c---uuuu-u-d
DFA Example: GCD

• Greatest common divisor (GCD)

1. int x,y,a,b;
2. read(x,y);
3. a = x;
4. a = y;
5. while (a != b) {
6. if (a > b) {
7. a = a - b;}
8. else {b = b - a;}
9. }
10. System.out.println("GCD is: " + a);
DFA Example: GCD

- Greatest common divisor (GCD)

1. int x,y,a,b;
2. read(x,y);
3. a = x;
4. b = y;
5. while (a != b) {
6.   if (a > b) {
7.     a = a - b;
7’. }
8.   else {b = b - a;}
9. }
10. System.out.println(“GCD is: ” + a);
DFA Example: GCD

<table>
<thead>
<tr>
<th>Node</th>
<th>d</th>
<th>u</th>
<th>c</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td>x,y,a,b</td>
</tr>
<tr>
<td>2</td>
<td>x,y</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>a</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>b</td>
<td>y</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>6</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>7'</td>
<td>a</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>8'</td>
<td>b</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td></td>
<td>a</td>
<td></td>
</tr>
</tbody>
</table>

Evolution of “a”: c--duuuu-u-d
Evolution of “b”: c--duuu-u-d
What about *testing* the test cases?
Mutation Testing

• It aims at assessing the effectiveness of the prepared test cases, rather than actually looking for defects

• Basic Idea:
  
  • Take a program and test data generated for that program (using another test technique)
  
  • Create a number of similar programs (mutants), each differing from the original in one small way, i.e., each possessing a fault
  
  • The original test data are run through the mutants
  
  • If test data detect differences in mutants, then the mutants are said to be dead, and the test set is adequate
Mutation Testing

- A mutant remains **alive** either because it is equivalent to the original program (equivalent mutant - functionally identical although syntactically different) or the **test set is inadequate** to kill the mutant.

- For automated generation of mutants, **mutation operators** are used.

- Ideally, we would like the mutation operators to be representative of (and generate) all realistic types of faults that could occur in practice, but the number will increase with languages.
Mutation Operators

- Constant replacement
- Scalar variable replacement
- Scalar variable for constant replacement
- Constant for scalar variable replacement
- Array reference for constant replacement
- Array reference for scalar variable replacement
- Constant for array reference replacement
- Scalar variable for array reference replacement

- Specific to object-oriented programming languages:
  - Replacing a type with a compatible type (inheritance)
  - Changing the access modifier of an attribute, a method
  - Changing the instance creation expression (inheritance)
  - Changing the order of parameters in the definition of a method
  - Changing the order of parameters in a call
  - Removing an overloading method
  - Reducing the number of parameters
  - Removing an overriding method
  - Removing a hiding field
  - Adding a hiding field
Mutation Coverage

• Complete coverage equate to killing all non-equivalent mutants

• The amount of coverage is called “mutation score”

• We can see each mutant as a test requirement

• The number of mutants depends on the definition of mutation operators and the syntax of the software

• Numbers of mutants tend to be large, even for small programs

• Tool: MuJava (http://cs.gmu.edu/~offutt/muja)}
Mutation Testing Example

The program prompts the user for a positive integer in the range 1 to 20 and then for a string of that length. The program then prompts for a character and returns the position in the string at which the character was first found or a message indicating that the character was not present in the string. The user has the option to search for more characters.
found := FALSE;
index := 0;
while (not (found)) and (index < length) do begin
  if word[index] = character then found := TRUE
  else index := index + 1
end

<table>
<thead>
<tr>
<th>Test Case</th>
<th>Length</th>
<th>Word</th>
<th>Character</th>
<th>Output</th>
<th>Expected Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>TC1</td>
<td>25</td>
<td></td>
<td></td>
<td>ERROR</td>
<td>ERROR</td>
</tr>
<tr>
<td>TC2</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TC3</td>
<td>1</td>
<td>X</td>
<td>a</td>
<td>NOT FOUND</td>
<td>NOT FOUND</td>
</tr>
</tbody>
</table>

All test cases pass!
Mutant 1

... found := FALSE; index := 0; while(not(found)) and (index < length) do begin
  if word[index] = character then found := TRUE
  else
    index := index + 1
end
...

... found := TRUE; index := 0; while(not(found)) and (index < length) do begin
  if word[index] = character then found := TRUE
  else
    index := index + 1
end
...
Mutant 1: Testing

... 

found := TRUE;
index := 0;

while(not(found)) and (index < length) do begin
if word[index] = character then found := TRUE
else
index := index + 1
end

... 

<table>
<thead>
<tr>
<th>Test Case</th>
<th>Length</th>
<th>Word</th>
<th>Character</th>
<th>Output</th>
<th>Expected Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>TC1</td>
<td>25</td>
<td>X</td>
<td>X</td>
<td>ERROR</td>
<td>ERROR</td>
</tr>
<tr>
<td>TC2</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TC3</td>
<td>1</td>
<td>X</td>
<td>a</td>
<td>0</td>
<td>NOT FOUND</td>
</tr>
</tbody>
</table>

TC3 kills the Mutant !
found := FALSE;
index := 0;
while(not(found)) and (index < length) do
begin
    if word[index] = character then found := TRUE
else
    index := index + 1
end

...
Mutant 2: Testing

... found := TRUE; 
\textbf{length} := 1; 
while(\textbf{not}(found)) \textbf{and} (index < length) \textbf{do} begin 
  if word[index] = character \textbf{then} found := TRUE 
  else 
    index := index + 1 
end 
...

<table>
<thead>
<tr>
<th>Test Case</th>
<th>Length</th>
<th>Word</th>
<th>Character</th>
<th>Output</th>
<th>Expected Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>TC1</td>
<td>25</td>
<td></td>
<td></td>
<td>ERROR</td>
<td>ERROR</td>
</tr>
<tr>
<td>TC2</td>
<td>1</td>
<td>X</td>
<td>X</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TC3</td>
<td>1</td>
<td>X</td>
<td>a</td>
<td>-1</td>
<td>-1</td>
</tr>
</tbody>
</table>

The Mutant is still alive, 
no tests detect it! 
\textbf{Let’s modify our test suite!}
Mutant 2: Testing

...  
found := TRUE;

if word[index] = character  
then found := TRUE  
else  
index := index + 1  
end

...  

<table>
<thead>
<tr>
<th>Test Case</th>
<th>Length</th>
<th>Word</th>
<th>Character</th>
<th>Output</th>
<th>Expected Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>TC1</td>
<td>25</td>
<td></td>
<td></td>
<td>ERROR</td>
<td>ERROR</td>
</tr>
<tr>
<td>TC2</td>
<td>5</td>
<td>Xenon</td>
<td>X</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TC3</td>
<td>5</td>
<td>Xenon</td>
<td>a</td>
<td>-1</td>
<td>-1</td>
</tr>
<tr>
<td>TC4</td>
<td>5</td>
<td>Xenon</td>
<td>n</td>
<td>-1</td>
<td>2</td>
</tr>
</tbody>
</table>

TC4 kills the Mutant!
Mutation Testing

• It measures the quality of test cases
• It provides the tester with a clear target (mutants to kill)
• Mutation testing shows certain kinds of faults (specified by the fault model) are unlikely
• It does force the programmer to scrutinize the code and think of the test data that will expose certain kinds of faults
• Computationally intensive, a possibly very large number of mutants is generated: random sampling, selective mutation operators
• Equivalent mutants are a practical problem: It is in general an undecidable problem
• Probably most useful at unit testing level
• Some systems have been designed to help but still time consuming
Faults are sly!
The client was a major political party about to use the platform for communication purposes on elections day.

What could possibly go wrong, right?

When launched, the system simply didn’t work, and it being a Sunday meant that the team wasn’t readily available.

What caused the problem?

The fact that it was Sunday. And that the tests had only ran from Monday to Friday. As it turns out, the platform had a bug that rendered it inoperable during Sundays (something to do with 0-indexed arrays).
That’s where a human comes in, analysing code with a critical mindset and thinking of possibilities that may have been neglected when the tests were written.

In retrospect, Code Review could have indeed saved the day, as analysing the code with a thorough attitude could have caught this particular flaw.
That’s where a human comes in, analysing code with a critical mindset and thinking of possibilities that may have been neglected when the tests were written.

In retrospect, Code Review could have indeed saved the day, as analysing the code with a thorough attitude could have caught this particular flaw.
Code Review

• A manual inspection of source code by developers other than the author

• In the past, code review was very formal
  • line-by-line group reviews, done in extended meetings

• Nowadays many organizations (e.g., Microsoft, Google, Facebook) are adopting an informal and tool-based code review integrated in the Continuous Integration process
Modern Code Review

- Tool-based
Code Review with Gerrit

A1

Cl Build: OK

master
Code Review with Gerrit

[Diagram showing the process of code review with Gerrit, including stages such as cloning, CI build, and merging to master and local master branches.]
Build could fail because of detection of bug patterns (through static analysis tools, e.g., FindBugs)
Code Review with Gerrit

- Clone
- Push
- Push

Cl Build: OK

Verified: -1 (build failed)
Verified: +1 (build OK)
Code Review with Gerrit

• Once the project is built correctly, the proposed change is inspected by reviewers

• While searching for defects reviewers is supported by a checklist (other than his experience)
Code Review with Gerrit

A1

clone

master

refs/for/master

C2

push

push

C2*

CI Build: OK

Verified: +1
(build OK)

Reviewed: +2

C2*

Verified: -1
(build failed)

A1

C2

local

master

48
Gerrit: Eclipse CDT

- Review Scores
- Patch Sets
- Files Modified (or Commits)
- Reviewers/Verifiers Comments
How Fuzz Testing works

int main() {
    int a[2] = {1, 0};
    int b = a[2];
}

• off-by-one error
• The variable b will end up containing an arbitrary value.
• Recent versions of the compilers llvm and gcc got a powerful tool to spot such memory access bugs: Address Sanitizer (ASan)

DFA Example: GCD

<table>
<thead>
<tr>
<th>Node</th>
<th>d</th>
<th>u</th>
<th>c</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>x,y</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>a</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>a</td>
<td>y</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td></td>
<td></td>
<td>a,b</td>
</tr>
<tr>
<td>6</td>
<td></td>
<td>a</td>
<td>b</td>
</tr>
<tr>
<td>7</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>7'</td>
<td>a</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>a,b</td>
<td></td>
</tr>
<tr>
<td>8'</td>
<td>b</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td></td>
<td>a</td>
<td></td>
</tr>
</tbody>
</table>

Evolution of “a”: c-dduuudu-u
Evolution of “b”: c---uuu-u-d

Mutant 1: Testing

Test Case | Length | Word | Character | Output | Expected Output
---|---|---|---|---|---
TC1 | 25 | ERROR | ERROR |
TC2 | 1 | X | X | 0 | 0 |
TC3 | 1 | X | a | 0 | NOT FOUND |

TC3 kills the Mutant!

Code Review with Gerrit

Verified: -1 (build failed)
Verified: +1 (build OK)
Reviewed: +2

CI Build: OK
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